**BeautifulSoup Html解析**

# 基本使用

## 解析器的使用

|  |  |  |  |
| --- | --- | --- | --- |
| 解析器 | 使用方法 | 优势 | 劣势 |
| Python标准库 | BeautifulSoup(markup, "html.parser") | Python的内置标准库 执行速度适中 文档容错能力强 | Python 2.7.3 or 3.2.2)前 的版本中文档容错能力差 |
|
|
| lxml HTML 解析器 | BeautifulSoup(markup, "lxml") | 速度快 文档容错能力强 | 需要安装C语言库 |
|
|
| lxml XML 解析器 | BeautifulSoup(markup, ["lxml", "xml"]) BeautifulSoup(markup, "xml") | 速度快 唯一支持XML的解析器 | 需要安装C语言库 |
| html5lib | BeautifulSoup(markup, "html5lib") | 最好的容错性 以浏览器的方式解析文档 生成HTML5格式的文档 | 速度慢 不依赖外部扩展 |

## bs4的使用

3种正确的打开姿势：

import requests  
from bs4 import BeautifulSoup  
  
print("-----------------------打开html文档，注意编码-----------------------")  
soup1 = BeautifulSoup(open("index.html", encoding='UTF-8'), "lxml")  
print(soup1.contents)  
  
print("-----------------------直接处理html元素-----------------------")  
soup2 = BeautifulSoup("<html>data测试</html>", "lxml")  
print(soup2.contents)  
  
print("-----------------------解析爬取的html-----------------------")  
url = "http://127.0.0.1:5000/testcss/indexcss"  
r = requests.get(url)  
# 第一个参数：html 标记, 第二个参数：解释器名称  
soup3 = BeautifulSoup(r.text, "lxml")  
print(soup3.contents)

# 对象的种类

Beautiful Soup将复杂HTML文档转换成一个复杂的树形结构,每个节点都是Python对象,所有对象可以归纳为4种: Tag , NavigableString , BeautifulSoup , Comment

## Tag

from bs4 import BeautifulSoup  
  
soup = BeautifulSoup('<div class="test1">测试html</div>', "lxml")  
# 获取tag 对象  
tag = soup.div  
print(type(tag))

输出tag的类型

## Name

from bs4 import BeautifulSoup  
  
soup = BeautifulSoup('<div class="test1">测试html</div>', "lxml")  
# 获取tag 对象  
tag = soup.div  
# 输出name  
print(tag.name)  
# 修改name  
tag.name = "p"  
print(tag)

## Attributes

from bs4 import BeautifulSoup  
  
soup = BeautifulSoup('<div class="test1">测试html</div>', "lxml")  
# 获取tag 对象  
tag = soup.div  
  
# 一个tag可能有很多个属性. tag <div class="test1"> 有一个 “class” 的属性,值为 test1 . tag的属性的操作方法与字典相同  
print(tag['class'])  
# 直接获取属性 返回一个字典  
print(tag.attrs)

了解：tag的属性也可以修改，修改方式就跟修改字典是一样的

## 一个属性有多个值

属性有多个值的情况：style class 以及自定义属性

from bs4 import BeautifulSoup  
  
soup = BeautifulSoup('<div class="test1 test2">测试html</div>', "lxml")  
# 获取tag 对象  
tag = soup.div  
  
# 返回一个属性值的列表  
print(tag['class'])

属性只能是单个值的情况，返回的就不是列表

id\_soup = BeautifulSoup('<div id="my id"></div>', "lxml")  
#这个不是一个列表  
print(id\_soup.div['id'])

原因：

在任何版本的HTML定义中都没有被定义为多值属性, 那么Beautiful Soup会将这个属性作为字符串返回

## 可以遍历的字符串

字符串常被包含在tag内.Beautiful Soup用 NavigableString 类来包装tag中的字符串.那就意味着，tag的字符串拥有NavigableString 类函数

from bs4 import BeautifulSoup  
  
html = '<div class="test1 test2">测试html</div>'  
soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
print(type(tag.string))  
print(tag.string)

输出：

![](data:image/png;base64,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)

无效的情况：

一个元素内部，还包含了其他元素，这是用string不能取出值。tag.string只能针对元素里面，全是字符串的情况，不能包含元素

html = '<div class="test1 test2">测试html<p rel="test">测试内部的p</p></div>'  
soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
print(type(tag.string))  
print(tag.string)

## BeautifulSoup说明

soup对象，包含的是整个html，因此，针对的tag的操作，并不适用于soup

## 注释及特殊字符串

from bs4 import BeautifulSoup  
  
html = '<div class="test1 test2"><!--hello 这是一段注释?--></div>'  
soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
# 输出 class 'bs4.element.Comment' 表示这是一段注释  
print(type(tag.string))  
# 输出注释里面的内容  
print(tag.string)

注意：

html文档中，以下条件中满足之一

1. div中string不能包含其他内容，只能是一段很纯粹的文本
2. div中包含一个tag元素，这个tag还不能嵌套其他tag
3. 要么是一段注释

总结：string 就表示字符串，不能和其他元素混搭

## 文档格式化输出

from bs4 import BeautifulSoup  
  
html = '<div class="test1 test2"><!--hello 这是一段注释?--></div>'  
soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
  
print(tag.prettify())

# 遍历文档树

## 子节点

划重点：

一个Tag可能包含多个字符串或其它的Tag,这些都是这个Tag的子节点.

Beautiful Soup提供了许多操作和遍历子节点的属性.

注意: Beautiful Soup中字符串节点不支持这些属性,因为字符串没有子节点

### tag的名字

通过名字获取元素

soup = BeautifulSoup(html, "lxml")  
# 获取整个head  
tag = soup.head  
# 获取整个body  
tag = soup.body  
print(tag.prettify())

逐级获取

soup = BeautifulSoup(html, "lxml")  
# 通过文档树调用，逐级获取tag  
tag = soup.body.span  
tag = soup.body.div.p  
print(tag.prettify())

通过点取属性的方式只能获得当前名字的第一个tag

soup = BeautifulSoup(html, "lxml")  
tag = soup.p  
print(tag.prettify())

通过find\_all获取所有指定标签

soup = BeautifulSoup(html, "lxml")  
tag =soup.find\_all('p')  
print(tag)

### .contents 和 .children

tag的 .contents 属性可以将tag的【直接】子节点以列表的方式输出

soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
print(tag.contents)

通过tag的 .children 生成器,可以对tag的子节点进行循环

soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
  
for child in tag.children:  
 print(child)

### .descendants

tag的 . descendants属性可以将tag的【所有】子节点以列表的方式输出

soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
  
for child in tag.descendants:  
 print(child)

### .string

如果tag只有一个 NavigableString 类型子节点,那么这个tag可以使用 .string 得到子节点

如果一个tag仅有一个子节点,那么这个tag也可以使用 .string 方法,输出结果与当前唯一子节点的 .string 结果相同

如果tag包含了多个子节点,tag就无法确定 .string 方法应该调用哪个子节点的内容, .string 的输出结果是 None

### .strings 和 stripped\_strings

如果tag中包含多个字符串,可以使用 .strings 来循环获取：

soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
  
for string in tag.strings:  
 print(repr(string))

排除其中的空格 换行等

soup = BeautifulSoup(html, "lxml")  
tag = soup.div  
  
for string in tag.stripped\_strings:  
 print(repr(string))

## 父节点

### .parent

通过 .parent 属性来获取某个元素的父节点

soup = BeautifulSoup(html, "lxml")  
# 注意，这里有两个span，返回的是前一个，这个前后是指代码编写的前后，而不是层级的上下  
tag = soup.div.span  
print(tag.parent)

### .parents

获取元素的所有父节点，知道返回none

soup = BeautifulSoup(html, "lxml")  
tag = soup.div.span  
  
for parent in tag.parents:  
 if parent is None:  
 print(parent)  
 else:  
 print(parent.name)

## 兄弟节点

### .next\_sibling 和 .previous\_sibling

获取文档第一个p的后面一个p

soup = BeautifulSoup(html, "lxml")  
tag = soup.p.next\_sibling  
print(tag.prettify())

获取div的前面一个

soup = BeautifulSoup(html, "lxml")  
tag = soup.div.previous\_sibling  
print(tag.prettify())

严重注意:别被你的眼睛欺骗了

<span>这是一个span</span><div>这是一个span</div><p>这是一个P</p><b>这是文档上的第二个 P</b><t>这是二个P</t>

与

<span>这是一个span</span>  
<div>这是一个span</div>  
<p>这是一个P</p><b>这是文档上的第二个 P</b>  
<t>这是二个P</t>

的区别：

第二段代码，div前是换行符，换行符是一个字符串，在使用的时候，是不能调用香相关的api的

### .next\_siblings 和 .previous\_siblings

soup = BeautifulSoup(html, "lxml")  
print('----------------------查找所有后续元素-------------')  
for sibling in soup.div.next\_siblings:  
 print(repr(sibling))  
  
print('----------------------查找id所有前面的元素-------------')  
for sibling in soup.find(id="test").previous\_siblings:  
 print(repr(sibling))

## 回退和前进

### .next\_element 和 .previous\_element

注意区别：

from bs4 import BeautifulSoup  
  
html = '''  
  
<a href="http://example.com/elsie" class="sister" id="link1">第1个链接</a>  
<a href="http://example.com/lacie" class="sister" id="link2">第2个链接</a> 测试不正规的html文档1  
<a href="http://example.com/tillie" class="sister" id="link3">第3个链接</a>;  
测试不正规的html文档2.</p>  
  
  
  
'''  
soup = BeautifulSoup(html, "lxml")  
last\_a\_tag = soup.find("a", id="link1")  
# 取的第1个连接的内容  
print('-这里取当前元素的内容----------------------')  
print(last\_a\_tag.next\_element)  
print('-这里不输出内容，因为有换行----------------------')  
print(last\_a\_tag.next\_element.next\_element)  
print('-这里前进到第2行，输出link2----------------------')  
print(last\_a\_tag.next\_element.next\_element.next\_element)  
print('-对比：next\_sibling----------------------')  
# 这里next\_sibling 会直接找下一个元素，不会当前元素内部，因此输出回车行  
print(last\_a\_tag.next\_sibling)  
print('-这里next\_sibling将取到第2行元素----------------------')  
print(last\_a\_tag.next\_sibling.next\_sibling)

previous\_element与之相反

### .next\_elements 和 .previous\_elements

按上一步的规则取完

last\_a\_tag = soup.find("a", id="link1")  
for element in last\_a\_tag.next\_elements:  
 print(repr(element))

# 搜索文档树

## 字符串

最简单的过滤器是字符串.在搜索方法中传入一个字符串参数,Beautiful Soup会查找与字符串完整匹配的内容,下面的例子用于查找文档中所有的<div>标签

补充：查找的是元素，不是内容

from bs4 import BeautifulSoup  
  
html = '''  
  
<html lang="en">  
<head>  
 <meta charset="utf-8"/>  
 <title>Title</title>  
 <style type="text/css">  
 span + p {  
 background: black;  
 color: red;  
 }  
 </style>  
</head>  
<body>  
<span>这是一个span</span>  
<div>这是一个span</div>  
<div>这是二个span</div>  
<p>这是一个P</p><b>这是文档上的第二个 P</b>  
<t>这是二个P</t>  
</body>  
</html>  
  
  
'''  
soup = BeautifulSoup(html, "lxml")  
#返回所有的div  
tags = soup.find\_all('div')  
print(tags)

## 正则表达式

soup = BeautifulSoup(html, "lxml")  
import re

#标签中b开头的   
for tag in soup.find\_all(re.compile("^b")):  
 print(tag.name)

soup = BeautifulSoup(html, "lxml")  
import re  
#标签中包含t 的   
for tag in soup.find\_all(re.compile("t")):  
 print(tag.name)

## 列表

一次查找多个元素

soup = BeautifulSoup(html, "lxml")  
tags = soup.find\_all(["span", "div"])  
for i in tags:  
 print(i)

补充：find查找顺序：

按深度优先遍历算法查找

## True

for tag in soup.find\_all(True):  
 print(tag.name)

查找所有元素

## 外部方法

from bs4 import BeautifulSoup  
  
html = '''  
  
<html lang="en">  
<head>  
 <meta charset="utf-8"/>  
 <title>Title</title>  
 <style type="text/css">  
 span + p {  
 background: black;  
 color: red;  
 }  
 </style>  
</head>  
<body>  
<span class="test" id="testspan">这是一个span</span>  
<div>这是一个span <div>这是三个span</div> </div>  
<div class="test">这是二个span</div>  
<p>这是一个P</p><b>这是文档上的第二个 P</b>  
<t>这是二个P</t>  
</body>  
</html>  
  
  
'''  
soup = BeautifulSoup(html, "lxml")  
  
def has\_class\_but\_no\_id(tag):  
 return tag.has\_attr('class') and not tag.has\_attr('id')  
  
tags = soup.find\_all(has\_class\_but\_no\_id)  
for i in tags:  
 print(i)

## fina\_all根据文档内容查找

参数使用text即可

soup = BeautifulSoup(html, "lxml")  
  
import re  
  
tags = soup.find\_all(text=re.compile("二个"))  
for i in tags:  
 print(i)

## keyword 参数

### 属性名称+对应的属性值

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find\_all(id="testspan")  
for i in tags:  
 print(i)

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find\_all(attr="hello")  
for i in tags:  
 print(i)

### 搜索指定名字的属性时可以使用的参数值包括 字符串 , 正则表达式 , 列表, True

soup.find\_all(id=True)

### 使用多个指定名字的参数可以同时过滤tag的多个属性

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find\_all(attr=re.compile("hello"), id='p1')  
for i in tags:  
 print(i)

### 定义一个字典参数来搜索包含特殊属性的tag

soup = BeautifulSoup(html, "lxml")  
  
dic={"attr": "hello"}  
tags = soup.find\_all(attrs=dic)  
for i in tags:  
 print(i)

## 按CSS搜索

### 按照CSS类名搜索

### 注意class关键词

soup = BeautifulSoup(html, "lxml")  
tags = soup.find\_all('div',class\_="test")  
for i in tags:  
 print(i)

### class\_ 参数同样接受不同类型的 过滤器 ,字符串,正则表达式,方法或 True

通过正则查找

#通过正则查找  
tags = soup.find\_all(class\_=re.compile("es"))

调用外部函数

soup = BeautifulSoup(html, "lxml")  
  
  
def has\_six\_characters(css\_class):  
 return css\_class is not None and len(css\_class) == 5  
  
tags = soup.find\_all(class\_=has\_six\_characters)  
for i in tags:  
 print(i)

## text参数

全匹配

soup = BeautifulSoup(html, "lxml")  
  
# 匹配文字内容，注意：这里是全部匹配，条件是或  
tags = soup.find\_all(text=["这是二个span", '这是文档上的第二个 P'])  
for i in tags:  
 print(i)

正则：

soup = BeautifulSoup(html, "lxml")  
  
# 用正则就是模糊查找  
tags = soup.find\_all(text=re.compile("二个"))  
for i in tags:  
 print(i)

## limit参数

find\_all() 方法返回全部的搜索结构,如果文档树很大那么搜索会很慢.如果我们不需要全部结果,可以使用 limit 参数限制返回结果的数量.

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find\_all('div',limit=1)  
for i in tags:  
 print(i)

## recursive参数

soup = BeautifulSoup(html, "lxml")  
  
# 查找直接子节点  
# 注意;在使用的时候，需要先 用 soup.body 找到某个tag，然后找对应tag的子节点  
tags = soup.body.find\_all('div', recursive=False)  
for i in tags:  
 print(i)

## find()

soup = BeautifulSoup(html, "lxml")  
  
#find 链式调用 每次选择，只返回列表中的第一个  
tags = soup.find("head").find("title")  
for i in tags:  
 print(i)

## find\_parents() 和 find\_parent()

找直接父元素与找所有父元素

soup = BeautifulSoup(html, "lxml")  
  
#find 链式调用 每次选择，只返回列表中的第一个  
tags = soup.find("div",class\_="test5").find\_parent()  
for i in tags:  
 print(i)

## find\_next\_siblings() 和 find\_next\_sibling()

往后找同一级所有的临近节点

soup = BeautifulSoup(html, "lxml")  
  
#find 链式调用 每次选择，只返回列表中的第一个  
tags = soup.find("div",class\_="test").find\_next\_siblings()  
for i in tags:  
 print(i)

## find\_previous\_siblings() 和 find\_previous\_sibling()

往后找同一级所有的临近节点

soup = BeautifulSoup(html, "lxml")  
  
#find 链式调用 每次选择，只返回列表中的第一个  
tags = soup.find("div",class\_="test").find\_previous\_siblings()  
for i in tags:  
 print(i)

## find\_all\_next() 和 find\_next()

通过 .next\_elements 属性对当前tag的之后的tag和字符串进行迭代, find\_all\_next() 方法返回所有符合条件的节点, find\_next() 方法返回第一个符合条件的节点

内部调用的next\_element

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find("div",class\_="test").find\_all\_next('p')  
for i in tags:  
 print(i)

## find\_all\_previous() 和 find\_previous()

往前找：包含所有层级

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.find("div",class\_="test").find\_all\_previous('div')  
for i in tags:  
 print(i)

## CSS选择器

Beautiful Soup支持大部分的CSS选择器,在 Tag 或 BeautifulSoup 对象的 .select() 方法中传入字符串参数,即可使用CSS选择器的语法找到tag

soup = BeautifulSoup(html, "lxml")  
  
tags = soup.select("head > title")  
tags = soup.select(".test1")  
tags = soup.select("p[attr]")  
tags = soup.select("#testspan")  
tags = soup.select(".test1 .test5")  
for i in tags:  
 print(i)

# 解析部分文档提高性能

## SoupStrainer

如果仅仅因为想要查找文档中的<div>标签而将整片文档进行解析,浪费内存和时间.

最快的方法是从一开始就把<div>标签以外的东西都忽略掉.

SoupStrainer 类可以定义文档的某段内容,这样搜索文档时就不必先解析整篇文档,只会解析在 SoupStrainer 中定义过的文档.

创建一个 SoupStrainer 对象并作为 parse\_only 参数给 BeautifulSoup 的构造方法即可

## 传给BeautifulSoup

divs = SoupStrainer("div")  
soup=BeautifulSoup(html, "html.parser", parse\_only=divs)  
print(soup.prettify())

## 传给find函数

soup = BeautifulSoup(html, "lxml")  
  
divs = SoupStrainer("div")  
  
tags = soup.find\_all(divs)  
for i in tags:  
 print(i)